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KnockoutJS is basically a library written in JavaScript that is based on MVVM pattern that helps developers building rich and responsive websites. This separates the application's Model (stored data), View (UI) and View Model (JavaScript Representation of model).

This tutorial covers most of the topics required for a basic understanding of KnockoutJS and to get a feel of how it works.

Audience

This tutorial is designed for software programmers who wants to learn the basics of KnockoutJS and its programming concepts in simple and easy ways. This tutorial will give you enough understanding on components of KnockoutJS with suitable examples.

Prerequisites

Before proceeding with this tutorial, you should have a basic understanding of HTML, CSS, JavaScript, Document Object Model (DOM) and any text editor. As we are going to develop web based application using KnockoutJS, it will be good if you have understanding on how internet and web based applications work.

## What is KnockoutJS?

KnockoutJS is basically a library written in JavaScript that is based on MVVM pattern that helps developers building rich and responsive websites. This separates the application's Model (stored data), View (UI) and View Model (JavaScript Representation of model).

KO is an abbreviation used for KnockoutJS.

## History

KnockoutJS was developed and is maintained as an open source project by *Steve Sanderson,*a Microsoft employee on *July5, 2010.*

## Features

* **Declarative Binding**- HTML DOM elements are connected to model through data-bind attribute using very simple syntax. It is made easy to achieve responsiveness using this feature.
* **Automatic UI Refresh**- Any changes made to view model data are reflected in UI automatically and vice-versa. No need of writing extra code for this.
* **Dependency Tracking**- Relationship between KO attributes and KO library functions/components is transparent. Automatically tracks data changes in KO attribute and update respective affected areas.
* **Templating**- Templates are a simple and convenient way to build complex UI structures - with possibility of repeating or nesting blocks - as a function of view model data.
* **Extensible**- Extends custom behavior very easily.

## Why use KnockoutJS?

* KnockoutJS library provides an easy and clean way to handle complex data-driven interfaces. One can create self-updating UIs for Javascript objects.
* It is pure JavaScript Library and works with any web framework. It's not a replacement of Jquery but can work as supplement providing smart features.
* KnockoutJS library file is very small & lightweight.
* KnockoutJS is independent of any other framework. And is compatible with other client or server side technologies.
* Most important of all KnockoutJS is open source and hence free for use.
* KnockoutJS is fully documented. The official site has full documentation including API docs, live examples and interactive tutorials.

## Browser Support

KO supports all mainstream browsers - IE 6+, Firefox 3.5+, Chrome, Opera, Safari (desktop/mobile).

It's very easy to use KnockoutJS. Simply refer the Javascript file using <script > tag in HTML pages.

Knockout.js can be accessed in the following ways:

* You can download production build of Knockout.js from its [official website:](http://knockoutjs.com/downloads/)

A page as in the following image will be displayed. Click on download link and you will get the latest knockout.js file.
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Now refer this file as below in your code:

<script type='text/javascript' src='knockout-3.3.0.js'></script>

And obviously update the src attribute to match the location where you kept the downloaded file.

* You can refer to the KnockoutJS library from CDNs:
  + You can refer KnockoutJS library from [Microsoft Ajax CDN](http://www.asp.net/ajax/cdn) in your code as below:

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.1.0.js" type="text/javascript"></script>

* + Alternatively you can refer to a minified version of KnockoutJS library from [CDNJS](https://cdnjs.com/) as below:

<script src="https://cdnjs.cloudflare.com/ajax/libs/knockout/3.3.0/knockout-min.js" type="text/javascript"></script>

In all the chapters for this tutorial we have referred to CDN version of the KnockoutJS library.

## Example

KnockoutJS is based on Model-View-ViewModel (MVVM) pattern. We will study this pattern in depth in chapter [**KnockoutJS - MVVM Framework**](http://www.tutorialspoint.com/knockoutjs/knockoutjs_mvvm_framework.htm). First let's try out a simple example of KnockoutJS:

<!DOCTYPE html>

<head>

<title>KnockoutJS Simple Example</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.1.0.js" type="text/javascript"></script>

</head>

<body>

<!-- This is called "view" of HTML markup that defines the appearance of UI -->

<p>First String: <input data-bind="value: firstString" /></p>

<p>Second String: <input data-bind="value: secondString" /></p>

<p>First String: <strong data-bind="text: firstString">Hi</strong></p>

<p>Second String: <strong data-bind="text: secondString">There</strong></p>

<p>Derived String: <strong data-bind="text: thirdString"></strong></p>

<script>

<!-- This is called "viewmodel". This javascript section defines the data and behavior of UI -->

function AppViewModel() {

this.firstString = ko.observable("Enter First String");

this.secondString = ko.observable("Enter Second String");

this.thirdString = ko.computed(function() {

return this.firstString() + " " + this.secondString();

}, this);

}

// Activates knockout.js

ko.applyBindings(new AppViewModel());

</script>

</body>

</html>

* <script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.1.0.js" type="text/javascript"> </script>

This line refers KnockoutJS library.

* We have two input boxes : *First String* and *Second String*. These 2 variables are initialized with values *Enter First String* and *Enter Second String* respectively in ViewModel.
* <p>First String: < input data-bind="value: firstString" /> </p>

This is how we are binding values from ViewModel to HTML elements using *'data-bind'* attribute in the body section.

Here 'firstString' refers to ViewModel variable.

* this.firstString = ko.observable("Enter First String");

*ko.observable* is a concept which keeps an eye on value changes so that it can update underlying ViewModel data.

To understand this better, let's update first input box to "Hello" and Second input box to "TutorialsPoint". You will see values are updated simultaneously. We will study more about this concept in [KnockoutJS - Observables](http://www.tutorialspoint.com/knockoutjs/knockoutjs_observables.htm) chapter.

* this.thirdString = ko.computed(function() {
* return this.firstString() + " " + this.secondString();
* }, this);

Next we have *computed* function in viewmodel. This function derives third string based on 2 strings mentioned earlier. So any updates made to these strings automatically get reflected in this derived string. There is no need of writing extra code to accomplish this. This is just a simple example. We will study about this concept in [KnockoutJS - Computed Observables](http://www.tutorialspoint.com/knockoutjs/knockoutjs_computed_observables.htm) chapter.

### Output

Save the above code as *my\_first\_knockoutjs\_program.html*. Open this file in your browser and you will see an output as below:

![first example](data:image/jpeg;base64,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)

Modify strings to "Hello" and "TutorialsPoint" and the output changes as below:
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KnockoutJS is widely used for Single Page Applications - A web site that is created with ability to retrieve all necessary data dynamically with a single page load reducing server round trips.

KnockoutJS is a client side framework. This is a Javascript library which makes it very easy to bind HTML to domain data. It implements a pattern called *"Model-View-ViewModel"(MVVM)*. Observables is the magic ingredient of KnockoutJS. All data remains in sync because of Observable attribute.

## Architecture
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### View

View is nothing but User Interface created using HTML elements and CSS styling.

You can bind HTML DOM elements to data model using KnockoutJS. It provides 2 way data binding between View and ViewModel using 'data-bind' concept, which means any updates done in UI are reflected in data model and any changes done in data model are reflected in UI. One can create self-updating UI with help of knockoutJS.

### ViewModel

ViewModel is a Javascript object which contains necessary properties and functions to represent data. View and ViewModel are connected together with declarative data-bind concept used in HTML. This makes it easy to change HTML without changing ViewModel. KnockoutJS takes care of automatic data refresh between them through use of Observables.

Synchronization of data is achieved through binding DOM elements to Data Model first using data-bind and then refreshing these 2 components through use of Observables. Dependency tracking is done automatically due to this synchronization of data. No extra coding is required to achieve it. KnockoutJS allows you to create direct connection between your display and underlying data.

You can create your own bindings called as custom bindings for application specific behaviors. This way knockout gives direct control of how you want to transform your data into HTML.

### Model

Model is domain data on server and it gets manipulated as and when request is sent/received from ViewModel.

The data could be stored in database, cookie or other form of persistent storage. KnockoutJS does not worry about how it is stored. It is up to programmer to communicate between stored data and KnockoutJS.

Most of the times data is saved and loaded via an Ajax call.

# KnockoutJS - Observables

KnockoutJS is build upon 3 important concepts. Those are:

* Observables and dependency tracking between them - DOM elements are connected to ViewModel via 'data-bind'. These 2 exchange information through Observables. This automatically takes care of dependency tracking.
* Declarative Bindings between UI and ViewModel - DOM elements are connected to ViewModel via 'data-bind' concept.
* Templating to create re-usable components - Templating provides robust way to create complex web applications.

We will study Observables in this chapter.

As the name specifies, when you declare a ViewModel data/property as Observable, any modification done every time to that data is automatically reflected to all places wherever it is used. This also includes refreshing related dependencies. KO takes care of these things and we don't have to write any extra code to achieve this.

Using Observable it becomes very easy to make UI and ViewModel communicate dynamically.

## Syntax

You just need to declare ViewModel property with function ko.observable() to make it Observable.

this.property = ko.observable('value');

### Example

Let's try below example which demonstrates use of Observable:

<!DOCTYPE html>

<head>

<title>KnockoutJS Observable Example</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.1.0.js" type="text/javascript"></script>

</head>

<body>

<!-- This is called "view" of HTML markup that defines the appearance of UI -->

<p>Enter your name: <input data-bind="value: yourName" /></p>

<p>Hi <strong data-bind="text: yourName"></strong> Good Morning!!!</p>

<script>

<!-- This is called "viewmodel". This javascript section defines the data and behavior of UI -->

function AppViewModel() {

this.yourName = ko.observable("");

}

// Activates knockout.js

ko.applyBindings(new AppViewModel());

</script>

</body>

</html>

* <p>Enter your name: <input data-bind="value: yourName" /> <p>

This line is for input box. As you see, we have used data-bind attribute to bind*yourName* value to ViewModel.

* <p>Hi <strong data-bind="text: yourName"></strong> Good Morning!!!</p>

This line just prints value of *yourName*. Note that here data-bind type is text as we are simply reading value.

* this.yourName = ko.observable("");

ko.observable keeps an eye on *yourName* variable for any modification in data, once it happens then corresponding places also get updated with changed value. When you run above code, an input box will appear. As and when you update that input box, its new value get reflected or refreshed in places wherever it is used.

### Output

Let's carry out the following steps to see how above code works:

* Save above code in **first\_observable\_pgm.htm** file.
* Open this HTML file in a browser.
* Enter name as Scott and see that name is reflected in output.

Data modification can take place either from UI or from ViewModel. Irrespective of from where data is changed, UI and ViewModel keep synchronization among them. This makes it two-way-binding mechanism. In above example when you change your name in input box, ViewModel gets new value. When you change yourName property from inside of ViewModel then UI receives new value.

### Reading and writing Observables

Table below lists read and write operations which can be performed on Observables.

|  |  |
| --- | --- |
| **S.N.** | **Read/Write Operation & Syntax** |
| 1 | **Read** To read value just call Observable property without parameters like:  AppViewModel.yourName(); |
| 2 | **Write** To write/update value in Observable property, just pass the desired value in parameter like:  AppViewModel.yourName('Bob'); |
| 3 | **Write multiple** Multiple ViewModel properties can be updated in a single row with the help of chaining-syntax like:  AppViewModel.yourName('Bob').yourAge(45); |

## Observable Arrays

Observable declaration takes care of data-modifications of single object. ObservableArray works with collection of objects. This is very useful feature when you are dealing with complex applications containing multiple type of values and changing their status frequently based on user actions.

### Syntax

this.arrayName = ko.observableArray(); // It's an empty array

Observable array only tracks which objects in it are added or removed. It does not notify if individual object's properties are modified.

### Initialize it for first time

You can initialize your array at the same time you declare it as Observable by passing initial values to constructor as below:

this.arrayName = ko.observableArray(['scott','jack']);

### Reading from Observable Array

You can access Observable array elements as below:

alert('The second element is ' + arrayName()[1]);

### ObservableArray Functions

KnockoutJS has got its own set of Observable array functions. Those are convenient because:

* These functions works on all browsers.
* These functions will take care of dependency tracking automatically.
* Syntax is easy to use. For example to insert an element into array you just need to use *arrayName.push('value')* instead of *arrayName().push('value')*.

Below is the list of various Observable Array methods.

|  |  |
| --- | --- |
| **S.N.** | **Methods & Description** |
| 1 | [**push('value')**](http://www.tutorialspoint.com/knockoutjs/obs-array-push.htm) Inserts a new item at the end of array. |
| 2 | [**pop()**](http://www.tutorialspoint.com/knockoutjs/obs-array-pop.htm) Removes the last item from the array and returns it. |
| 3 | [**unshift('value')**](http://www.tutorialspoint.com/knockoutjs/obs-array-unshift.htm) Inserts a new value at the beginning of the array. |
| 4 | [**shift()**](http://www.tutorialspoint.com/knockoutjs/obs-array-shift.htm) Removes the first item from the array and returns it. |
| 5 | [**reverse()**](http://www.tutorialspoint.com/knockoutjs/obs-array-reverse.htm) Reverses order of the array. |
| 6 | [**sort()**](http://www.tutorialspoint.com/knockoutjs/obs-array-sort.htm) Sorts array items in ascending order. |
| 7 | [**splice(start-index,end-index)**](http://www.tutorialspoint.com/knockoutjs/obs-array-splice.htm) Accepts 2 parameters start-index and end-index, removes items starting from start to end index and return them as an array. |
| 8 | [**indexOf('value')**](http://www.tutorialspoint.com/knockoutjs/obs-array-indexof.htm) This function returns index of first occurrence of parameter provided. |
| 9 | [**slice(start-index,end-index)**](http://www.tutorialspoint.com/knockoutjs/obs-array-slice.htm) This method slices out a piece of an array. Returns items from start-index up to end-index. |
| 10 | [**removeAll()**](http://www.tutorialspoint.com/knockoutjs/obs-array-removeall.htm) Removes all items and return them as array. |
| 11 | [**remove('value')**](http://www.tutorialspoint.com/knockoutjs/obs-array-remove.htm) Remove items matching with parameter and return as array. |
| 12 | [**remove(function(item) { condition })**](http://www.tutorialspoint.com/knockoutjs/obs-array-remove-fun.htm) Removes items which are satisfying condition and return them as array. |
| 13 | [**remove([set of values])**](http://www.tutorialspoint.com/knockoutjs/obs-array-remove-set.htm) Remove items which are matching with given set of values. |
| 14 | [**destroyAll()**](http://www.tutorialspoint.com/) Marks all items in array with property \_destroy with value true. |
| 15 | [**destroy('value')**](http://www.tutorialspoint.com/) Search for item equal to parameter and mark it with a special property \_destroy with value true. |
| 16 | [**destroy(function(item) { condition})**](http://www.tutorialspoint.com/) Finds all items which are satisfying condition, mark them with property \_destroy with true value. |
| 17 | [**destroy([set of values])**](http://www.tutorialspoint.com/) Finds items which are matching with given set of values, mark them as \_destroy with true value. |

Note: Destroy and DestroyAll Functions From ObservableArrays are mostly for 'Ruby on Rails' developers only.

When you use destroy method, the corresponding items are not really deleted from array at that moment but are made hidden by marking them with property *\_destroy* with *true*value so that they can't be read by UI. Items marked as *\_destroy* equal to *true* are deleted later while dealing with JSON object graph.

# KnockoutJS - Computed Observables

* Computed Observable is a function which is dependent on one or more Observables and will automatically update whenever its underlying Observables (dependencies) change.
* Computed Observables can be chained.

## Syntax

this.varName = ko.computed(function(){

...

... // function code

...

},this);

### Example

Let us see below example which demonstrates use of Computed Observables:

<!DOCTYPE html>

<head >

<title>KnockoutJS Computed Observables</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.1.0.js"></script>

</head>

<body>

<p>Enter first number: <input data-bind="value: a" /></p>

<p>Enter second number: <input data-bind="value: b"/></p>

<p>Average := <span data-bind="text: totalAvg"></span></p>

<script>

function MyViewModel() {

this.a = ko.observable(10);

this.b = ko.observable(40);

this.totalAvg = ko.computed(function(){

if(typeof(this.a()) !== "number" || typeof(this.b()) !== "number"){

this.a(Number(this.a())); //convert string to Number

this.b(Number(this.b())); //convert string to Number

}

total = (this.a() + this.b())/2 ;

return total;

},this);

}

ko.applyBindings(new MyViewModel());

</script>

</body>

</html>

* <p>Enter first number: <input data-bind="value: a" /></p>
* <p>Enter second number: <input data-bind="value: b"/></p>
* <p>Average := <span data-bind="text: totalAvg"></span></p>

First 2 lines are for accepting input values. 3rd line prints average of these 2 numbers.

* this.totalAvg = ko.computed(function(){
* if(typeof(this.a()) !== "number" || typeof(this.b()) !== "number"){
* this.a(Number(this.a())); //convert string to Number
* this.b(Number(this.b())); //convert string to Number
* }
* total = (this.a() + this.b())/2 ;
* return total;
* },this);

Type of Observables *a* and *b* is number when they are initialized for first time inside ViewModel. But in KO every input accepted from UI is by default in String format. So they need to be converted to Number so as to perform arithmetic operation on them.

* <p>Average := <span data-bind="text: totalAvg"></span></p>

Calculated average is displayed in UI. Note that data-bind type of *totalAvg* is just text.

### Output

Let's carry out the following steps to see how the above code works:

* Save the above code in **computed-observable.htm** file.
* Open this HTML file in a browser.
* Enter any 2 numbers in text boxes and see that average is calculated.

### Managing 'This'

Note in above example that second parameter is provided as *this* to Computed function. It is not possible to refer to Observables *a()* and *b()* without providing *this*.

To overcome this, *self* variable is used which holds reference of *this*. Doing so, there is no need to track *this* throughout code. Instead *self* can be used.

ViewModel code is rewritten for above example using self as below.

function MyViewModel(){

self = this;

self.a = ko.observable(10);

self.b = ko.observable(40);

this.totalAvg = ko.computed(function(){

if(typeof(self.a()) !== "number" || typeof(self.b()) !== "number"){

self.a(Number(self.a())); //convert string to Number

self.b(Number(self.b())); //convert string to Number

}

total = (self.a() + self.b())/2 ;

return total;

});

}

## Pure Computed Observables

A Computed Observable should be declared as *Pure* Computed Observable if that Observable is simply calculating and returning the value and not directly modifying the other objects or state. Pure Computed Observables helps knockout to manage re-evaluation and memory usage efficiently.

### Notifying subscribers explicitly

When a Computed Observable is returning primitive data type value (String, Boolean, Null and Number) then its subscribers are notified if and only if actual value change takes place. Means if an Observable has received value same as previous value then its subscribers are not notified.

You can make Computed Observables to explicitly notify observers always even though the new value is same as old by using notify syntax as below

myViewModel.property = ko.pureComputed(function() {

return ...; // code logic goes here

}).extend({ notify: 'always' });

### Limiting change notifications

Too many expensive updates can result into performance issue. You can limit the number of notifications to be received from Observable using *rateLimit* attribute as below

// make sure there are updates no more than once per 100-millisecond period

myViewModel.property.extend({ rateLimit: 100 });

### Finding out if a property is Computed Observable

In certain situation it might be required to find out if a property is a Computed Observable. Below are few functions which can be used to identify types of Observables.

|  |  |
| --- | --- |
| **S.N.** | **Function** |
| 1 | **ko.isComputed** Returns **true** if property is Computed Observable. |
| 2 | **ko.isObservable** Returns **true** if property is Observable, Observable array or Computed Observable. |
| 3 | **ko.isWritableObservable** Returns **true** if Observable, Observable array or Writable Computed Observable. (This is also called as ko.isWriteableObservable) |

## Writable Computed Observables

Computed Observable is derived from one or multiple other Observables, so it is read only. But it is possible that one can make Computed Observable writable. For this you need to provide callback function that works on written values.

These writable Computed Observables works just like regular Observables, in addition they require custom logic to be built for interfering read and write actions.

One can assign values to many Observables or Computed Observable properties using chaining syntax as below:

myViewModel.fullName('Tom Smith').age(45)

### Example

Following example demonstrates use of Writable Computable Observable:

<!DOCTYPE html>

<head >

<title>KnockoutJS Writable Computed Observable</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.3.0.js"></script>

</head>

<body>

<p>Enter your birth Date: <input type="date" data-bind="value: rawDate" > </p>

<p> <span data-bind="text: yourAge"></span></p>

<script>

function MyViewModel(){

this.yourAge = ko.observable();

today = new Date();

rawDate = ko.observable();

this.rawDate = ko.pureComputed({

read: function(){

return this.yourAge;

},

write: function(value){

var b = Date.parse(value); // convert birth date into milliseconds

var t = Date.parse(today); // convert todays date into milliseconds

diff = t - b; // take difference

var y = Math.floor(diff/31449600000); // difference is converted into years. 31449600000 milliseconds form a year.

var m = Math.floor((diff % 31449600000)/604800000/4.3); //calculating months. 604800000 milliseconds form a week.

this.yourAge("You are " + y + " year(s) " + m +" months old.");

},

owner: this

});

}

ko.applyBindings(new MyViewModel());

</script>

</body>

</html>

* In the above code, *rawDate* is pureComputed property accepted from UI. *yourAge*Observable is derived from *rawDate*.
* Dates in Javascript are manipulated in milliseconds. So both the dates (today date and birth date) are converted into milliseconds and then difference between them is converted back in years and months.

### Output

Let's carry out the following steps to see how the above code works:

* Save the above code in **writable\_computed\_observable.htm** file.
* Open this HTML file in a browser.
* Enter any birth date and see that age is calculated.

# KnockoutJS - Declarative Bindings

Declarative binding in KnockoutJS provides a powerful way to connect data to UI.

It is important to understand relationship between bindings and Observables. Technically these two are different. You can use normal JavaScript object as ViewModel and KnockoutJS can process View's binding correctly. Without Observable the property from UI will be processed only for the first time. In this case it cannot update automatically based on underlying data update. To achieve this, bindings must be referred to Observable properties.

## Binding Syntax:

The binding consist of 2 items, the binding *name* and *value*. Following is a simple example:

Today is : <span data-bind="text: whatDay"></span>

Here *text* is binding name and *whatDay* is binding value. You can have multiple bindings separated by comma, as shown below:

Your name: <input data-bind="value: yourName, valueUpdate: 'afterkeydown'" />

Here *value* is updated after each key is pressed.

### Binding Values

The binding value can be a *single value, literal, a variable* or can be a *JavaScript expression*. If binding refers to some invalid expression or reference, then KO will output an error and stop processing the binding.

Below are few of the examples of bindings

<!-- simple text binding -->

<p>Enter employee name: <input data-bind='value: empName' /></p>

<!-- click binding, call a specific function -->

<button data-bind="click: sortEmpArray">Sort Array</button>

<!-- options binding -->

<select multiple="true" size="8" data-bind="options: empArray , selectedOptions: chosenItem"> </select>

#### FOLLOWING ARE FEW POINTS TO BE NOTED:

* White spaces does not make any difference.
* Starting from KO 3.0 you can skip binding value which will give binding an undefined value.

## The Binding Context

The data that is being used in current bindings can be referenced by an object. This object is called *binding context.*

Context hierarchy is created and managed by KnockoutJS automatically. Following table lists different types of binding contexts provided by KO:

|  |  |
| --- | --- |
| **S.N.** | **Binding Context Types & Description** |
| 1 | **$root**  This always refers to top level ViewModel. This makes it possible to access top level methods for manipulating ViewModel. This is usually the object which is passed to ko.applyBindings. |
| 2 | **$data**  This property is lot like *this* keyword in Javascript object. $data property in a binding context refers to ViewModel object for the current context. |
| 3 | **$index**  This property contains index of a current item of an array inside a foreach loop. The value of $index will change automatically as and when underlying Observable array is updated. Obviously this context is available only for *foreach* bindings. |
| 4 | **$parent**  This property refers to parent ViewModel object. This is useful when you want to access outer ViewModel properties from inside of a nested loop. |
| 5 | **$parentContext**  The context object which is bound at the parent level is called *$parentContext*. This is different from *$parent*. *$parent* refers to data. But *$parentContext* refers to binding context. E.g. you might need to access the index of outer *foreach* item from an inner context. |
| 6 | **$rawdata**  This context holds raw ViewModel value in the current situation. This resembles $data but the difference is that, if ViewModel is wrapped in Observable then $data becomes just unwrapped ViewModel and $rawdata becomes actual Observable data. |
| 7 | **$component**  This context is used to refer to ViewModel of that component, when you are inside a particular component. E.g. you might want to access some property from ViewModel instead of current data in the template section of component. |
| 8 | **$componentTemplateNodes**  This represents an array of DOM nodes passed to that particular component when you are within a specific component template. |

Following terms are also available in binding but are not actually binding context:

* *$context*: This is nothing but existing binding context object.
* *$element*: This object refers to element in DOM in the current binding.

### Working with text and appearances

Below is list of binding types provided by KO to deal with text and visual appearances.

|  |  |
| --- | --- |
| **S.N.** | **Binding Type & Usage** |
| 1 | [**visible: <binding-condition>**](http://www.tutorialspoint.com/knockoutjs/visible-binding.htm) To show or hide HTML DOM element depending on certain conditions. |
| 2 | [**text: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/text-binding.htm) To set the content of an HTML DOM element. |
| 3 | [**html: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/html-binding.htm) To set the HTML markup contents of a DOM element. |
| 4 | [**css: <binding-object>**](http://www.tutorialspoint.com/knockoutjs/css-binding.htm) To apply CSS classes to an element. |
| 5 | [**style: <binding-object>**](http://www.tutorialspoint.com/knockoutjs/style-binding.htm) To define the inline style attribute of an element. |
| 6 | [**attr: <binding-object>**](http://www.tutorialspoint.com/knockoutjs/attr-binding.htm) To add attributes to an element dynamically. |

### Working with control flow Bindings

Below is list of Control Flow Binding types provided by KO.

|  |  |
| --- | --- |
| **S.No.** | **Binding Type & Usage** |
| 1 | [**foreach: <binding-array>**](http://www.tutorialspoint.com/knockoutjs/foreach-binding.htm) In this binding each array item is referenced in HTML markup in a loop. |
| 2 | [**if: <binding-condition>**](http://www.tutorialspoint.com/knockoutjs/if-binding.htm) If the condition is *true* then given HTML markup will be processed else it will be removed from DOM. |
| 3 | [**ifnot: <binding-condition>**](http://www.tutorialspoint.com/knockoutjs/ifnot-binding.htm) Negation of If. If the condition is *true* then given HTML markup will be processed else it will be removed from DOM. |
| 4 | [**with: <binding-object>**](http://www.tutorialspoint.com/knockoutjs/with-binding.htm) This binding is used to bind child elements of an object in the specified object's context. |
| 5 | [**component: <component-name> OR component: <component-object>**](http://www.tutorialspoint.com/knockoutjs/component-binding.htm) This binding is used to insert a component into DOM elements and pass parameters optionally. |

### Working with Form Fields Bindings

Below is list of Form Fields Binding types provided by KO.

|  |  |
| --- | --- |
| **S.No.** | **Binding Type & Usage** |
| 1 | [**click: <binding-function>**](http://www.tutorialspoint.com/knockoutjs/click-binding.htm) This binding is used to invoke a Javascript function associated with a DOM element based on a click. |
| 2 | [**event: <DOM-event: handler-function>**](http://www.tutorialspoint.com/knockoutjs/event-binding.htm) This binding is used to listen to specified DOM events and call associated handler functions based on them. |
| 3 | [**submit: <binding-function>**](http://www.tutorialspoint.com/knockoutjs/submit-binding.htm) This binding is used to invoke a Javascript function when the associated DOM element is submitted. |
| 4 | [**enable: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/enable-binding.htm) This binding is used to enable certain DOM element based on specified condition. |
| 5 | [**disable: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/disable-binding.htm) This binding just disables the associated DOM element when the parameter evaluates to true. |
| 6 | [**value: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/value-binding.htm) This binding is used to link respective DOM element's value into ViewModel property. |
| 7 | [**textInput: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/textinput-binding.htm) This binding is used to create 2 ways binding between text box or textarea and ViewModel property. |
| 8 | [**hasFocus: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/hasfocus-binding.htm) This binding is used to manually set the focus of a HTML DOM element through a ViewModel property. |
| 9 | [**checked: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/checked-binding.htm) This binding is used to create a link between a checkable form element and ViewModel property. |
| 10 | [**options: <binding-array>**](http://www.tutorialspoint.com/knockoutjs/options-binding.htm) This binding is used to define options for a select element. |
| 11 | [**selectedOptions: <binding-array>**](http://www.tutorialspoint.com/knockoutjs/selectedoptions-binding.htm) This binding is used to work with elements which are selected currently in multi list select form control. |
| 12 | [**uniqueName: <binding-value>**](http://www.tutorialspoint.com/knockoutjs/uniquename-binding.htm) This binding is used to generate a unique name for a DOM element. |

# KnockoutJS - Dependency Tracking

## Dependency Tracking in KnockoutJS

KnockoutJs automatically tracks the dependencies when the values get updated. It has a single object called *dependency tracker*(ko.dependencyDetection) which acts as an intermediate between two parties for subscribing the dependencies.

The algorithm for dependency tracking can be shown as below:
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* Whenever you declare a computed observable, KO immediately invokes its evaluator function to get its initial value.
* Subscription is set up to any observable that evaluator reads. In an application, the old subscriptions which are no longer used are disposed.
* KO finally notifies the updated computed observable.

### Example

<!DOCTYPE html>

<html>

<head>

<title>KnockoutJS How Dependency Tracking Works</title>

<!-- CDN's-->

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.1.0.js" type="text/javascript"></script>

</head>

<body>

<div>

<form data-bind="submit: addFruits">

<b>Add Fruits:</b>

<input data-bind='value: fruitToAdd, valueUpdate: "afterkeydown"'/>

<button type="submit" data-bind="enable: fruitToAdd().length > 0">Add</button>

<p><b>Your fruits list:</b></p>

<select multiple="multiple" width="50" data-bind="options: fruits"> </select>

</form>

</div>

<script>

var Addfruit = function(fruits) {

this.fruits = ko.observableArray(fruits);

this.fruitToAdd = ko.observable("");

this.addFruits = function() {

if (this.fruitToAdd() != "") {

this.fruits.push(this.fruitToAdd()); // Adds a fruit

this.fruitToAdd(""); // Clears the text box

}

}.bind(this); // "this" is the view model

};

ko.applyBindings(new Addfruit(["Apple", "Orange", "Banana"]));

</script>

</body>

</html>

### Output

Let's carry out the following steps to see how the above code works:

* Save the above code in **dependency\_tracking.htm** file.
* Open this HTML file in a browser.
* Enter any fruit name and click on *Add* button.

## Controlling Dependencies Using Peek

The Computed Observable can be accessed without creating a dependency, by using the*peek* function. It controls the ' Observable by updating the computed property.

### Example

<!DOCTYPE html>

<html>

<head>

<title>KnockoutJs Controlling Dependencies Using Peek</title>

<!-- CDN's-->

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.1.0.js" type="text/javascript"></script>

</head>

<body>

<div class="logblock">

<h3>Computed Log</h3>

<pre class="log" data-bind="html: computedLog"></pre>

</div>

<script>

function AppData() {

this.firstName = ko.observable('John');

this.lastName = ko.observable('Burns');

this.computedLog = ko.observable('Log: ');

this.fullName = ko.computed(function () {

var value = this.firstName() + " " + this.lastName();

this.computedLog(this.computedLog.peek() + value + '; <br/>');

return value;

}, this);

this.step = ko.observable(0);

this.next = function () {

this.step(this.step() === 2 ? 0 : this.step()+1);

};

};

ko.applyBindings(new AppData());

</script>

</body>

</html>

### Output

Let's carry out the following steps to see how the above code works:

* Save the above code in **dependency\_tracking\_peek.htm** file.
* Open this HTML file in a browser.

## Observations

### Ignoring dependencies within a computed

The *ko.ignoreDependencies* function helps ignore the dependencies the ones you don't want to track within the computed dependencies. Following is its syntax:

ko.ignoreDependencies( callback, callbackTarget, callbackArgs );

### Why circular dependencies aren't meaningful

If KO is evaluating a Computed Observable then it will not restart an evaluation of the dependent Computed Observable. Hence it doesn't make sense to include cycles in your dependency chains.

# KnockoutJS - Templating

Template is a set of DOM elements which can be used repetitively. Templating makes it easy to build complex applications due to its property of minimizing duplication of DOM elements.

There are 2 ways of creating templates:

* ***Native templating***- This method supports control flow bindings like *foreach, with*and *if*. These bindings capture HTML markup existing in the element and use it as template for random items. No external library is required for this templating.
* ***String-based templating***- KO connects to third party engine to pass ViewModel values into it and injects resulting markup into document. E.g. JQuery.tmpl and Underscore Engine.

## Syntax

template: <parameter-value>

<script type="text/html" id="template-name">

...

... // DOM elemets to be processed

...

</script>

Note that *type* is provided as *text/html* in script block to notify KO that, it is not an executable block and is just template block which needs to be rendered.

### Parameters

Combination of following properties can be sent as parameter-value to template.

* *name* - This represents name of template.
* *nodes* - This represents array of DOM nodes to be used as template. This parameter is ignored if *name* parameter is passed.
* *data* - This is nothing but data to be shown via template.
* *if* - Template will be served if the given condition results in *true* or *true* like value.
* *foreach* - To serve template in foreach format.
* *as* - This is just to create an alias in foreach element.
* *afterAdd, afterRender, beforeRemove* - These are all to represent callable functions to be executed depending on operation performed.

## Observations

### Rendering a named template

Templates are defined implicitly by HTML markup inside DOM when used with control flow bindings. But if you want to, you can factor out templates into a separate element and then reference them by name.

#### EXAMPLE

<!DOCTYPE html>

<head>

<title>KnockoutJS Templating - Named Template</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.3.0.js" type="text/javascript"></script>

</head>

<body>

<h2>Friends List</h2>

Here are the Friends from your contact page:

<div data-bind="template: { name: 'friend-template', data: friend1 }"></div>

<div data-bind="template: { name: 'friend-template', data: friend2 }"></div>

<script type="text/html" id="friend-template">

<h3 data-bind="text: name"></h3>

<p>Contact Number: <span data-bind="text: contactNumber"></span></p>

<p>Email-id: <span data-bind="text: email"></span></p>

</script>

<script type="text/javascript">

function MyViewModel() {

this.friend1= { name: 'Smith', contactNumber: 4556750345, email: 'smith123@gmail.com' };

this.friend2 = { name: 'Jack', contactNumber: 6789358001, email: 'jack123@yahoo.com' };

}

var vm = new MyViewModel();

ko.applyBindings(vm);

</script>

</body>

</html>

#### OUTPUT

Let's carry out the following steps to see how the above code works:

* Save the above code in **template-named.htm** file.
* Open this HTML file in a browser.
* Here *friend-template* is used 2 times.

### Using "foreach" in template

Below is an example of using *foreach* parameter along with template name.

#### EXAMPLE

<!DOCTYPE html>

<head>

<title>KnockoutJS Templating - foreach used with Template</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.3.0.js" type="text/javascript"></script>

</head>

<body>

<h2>Friends List</h2>

Here are the Friends from your contact page:

<div data-bind="template: { name: 'friend-template', foreach: friends }"></div>

<script type="text/html" id="friend-template">

<h3 data-bind="text: name"></h3>

<p>Contact Number: <span data-bind="text: contactNumber"></span></p>

<p>Email-id: <span data-bind="text: email"></span></p>

</script>

<script type="text/javascript">

function MyViewModel() {

this.friends = [

{name: 'Smith', contactNumber: 4556750345, email: 'smith123@gmail.com' },

{ name: 'Jack', contactNumber: 6789358001, email: 'jack123@yahoo.com' },

{ name: 'Lisa', contactNumber: 4567893131, email: 'lisa343@yahoo.com' }

]

}

var vm = new MyViewModel();

ko.applyBindings(vm);

</script>

</body>

</html>

#### OUTPUT

Let's carry out the following steps to see how the above code works:

* Save the above code in **template-foreach.htm** file.
* Open this HTML file in a browser.
* Here *foreach* control is used in template binding.

### Creating alias using *as* keyword for *foreach* items

Below is how an alias can be created for a *foreach* item:

<div data-bind="template: { name: 'friend-template', foreach: friends, as: 'frnz' }"></div>

It becomes easy to refer to parent objects from inside of foreach loops by creating alias. This feature is useful when the code is complex and nested at multiple levels.

#### EXAMPLE

<!DOCTYPE html>

<head>

<title>KnockoutJS Templating - using alias in Template</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.3.0.js" type="text/javascript"></script>

</head>

<body>

<h2>Friends List</h2>

Here are the Friends from your contact page:

<ul data-bind="template: { name: 'friend-template', foreach: friends, as: 'frnz' }"></ul>

<script type="text/html" id="friend-template">

<li>

<h3 data-bind="text: name"></h3>

<span>Contact Numbers</span>

<ul data-bind="template: { name : 'contacts-template', foreach:contactNumber, as: 'cont'} "></ul>

<p>Email-id: <span data-bind="text: email"></span></p>

</li>

</script>

<script type="text/html" id="contacts-template">

<li>

<p><span data-bind="text: cont"></span></p>

</li>

</script>

<script type="text/javascript">

function MyViewModel() {

this.friends = ko.observableArray( [

{name: 'Smith', contactNumber: [ 4556750345, 4356787934 ] , email: 'smith123@gmail.com' },

{ name: 'Jack', contactNumber: [ 6789358001, 3456895445 ], email: 'jack123@yahoo.com' },

{ name: 'Lisa', contactNumber: [ 4567893131, 9876456783, 1349873445 ], email: 'lisa343@yahoo.com' }

]);

}

var vm = new MyViewModel();

ko.applyBindings(vm);

</script>

</body>

</html>

#### OUTPUT

Let's carry out the following steps to see how the above code works:

* Save the above code in **template-as-alias.htm** file.
* Open this HTML file in a browser.
* Alias is used instead of full name of arrays.

### Using *afterAdd, beforeRemove* and *afterRender*

There are situations wherein extra custom logic needs to be run on DOM elements created by template. In that case following callbacks can be used. Consider that you are using foreach element then

* *afterAdd* - This function is invoked when a new item is added to array mentioned in foreach.
* *beforeRemove* - This function is invoked just before removing item from array mentioned in foreach.
* *afterRender* - Function mentioned here is invoked every time foreach is rendered and new entries are added to array.

#### EXAMPLE

<!DOCTYPE html>

<head>

<title>KnockoutJS Templating - Use of afterRender Template</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.3.0.js" type="text/javascript"></script>

<script src="http://code.jquery.com/jquery-2.1.3.min.js" type="text/javascript"></script>

</head>

<body>

<h2>Friends List</h2>

Here are the Friends from your contact page:

<div data-bind="template: { name: 'friend-template', foreach: friends , afterRender: afterProcess}"></div>

<script type="text/html" id="friend-template">

<h3 data-bind="text: name"></h3>

<p>Contact Number: <span data-bind="text: contactNumber"></span></p>

<p>Email-id: <span data-bind="text: email"></span></p>

<button data-bind="click: $root.removeContact">remove </button>

</script>

<script type="text/javascript">

function MyViewModel() {

self= this;

this.friends = ko.observableArray([

{name: 'Smith', contactNumber: 4556750345, email: 'smith123@gmail.com' },

{ name: 'Jack', contactNumber: 6789358001, email: 'jack123@yahoo.com' },

])

this.afterProcess = function(elements, data){

$(elements).css({color: 'magenta' });

}

self.removeContact = function(){

self.friends.remove(this);

}

}

var vm = new MyViewModel();

ko.applyBindings(vm);

</script>

</body>

</html>

#### OUTPUT

Let's carry out the following steps to see how the above code works:

* Save the above code in **template-afterrender.htm** file.
* Open this HTML file in a browser.
* Here *afterProcess* function is executed every time foreach is rendered.

### Choosing template dynamically

If there are multiple templates available then one can be chosen dynamically by making name as *observable* parameter. So template value will be re-evaluated as the name parameter changes and in turn data will be re-rendered.

#### EXAMPLE

<!DOCTYPE html>

<head>

<title>KnockoutJS Templating - Dynamic Template</title>

<script src="http://ajax.aspnetcdn.com/ajax/knockout/knockout-3.3.0.js" type="text/javascript"></script>

</head>

<body>

<h2>Friends List</h2>

Here are the Friends from your contact page:

<div data-bind="template: { name: whichTemplate, foreach: friends }"></div>

<script type="text/html" id="only-phon">

<h3 data-bind="text: name"></h3>

<p>Contact Number: <span data-bind="text: contactNumber"></span></p>

</script>

<script type="text/html" id="only-email">

<h3 data-bind="text: name"></h3>

<p>Email-id: <span data-bind="text: email"></span></p>

</script>

<script type="text/javascript">

function MyViewModel() {

this.friends = ko.observableArray([

{name: 'Smith', contactNumber: 4556750345, email: 'smith123@gmail.com' ,active: ko.observable(true) },

{name: 'Jack', contactNumber: 6789358001, email: 'jack123@yahoo.com', active: ko.observable(false) },

]);

this.whichTemplate = function(friends){

return friends.active() ? "only-phon" : "only-email";

}

}

var vm = new MyViewModel();

ko.applyBindings(vm);

</script>

</body>

</html>

#### OUTPUT

Let's carry out the following steps to see how the above code works:

* Save the above code in **template-dynamic.htm** file.
* Open this HTML file in a browser.
* Template to be used is decided depending on active flag value.

### Using external string based engines

Native templating works perfectly with various control flow elements even with nested code blocks. KO also offers a way to integrate with external templating library like *Underscore templating Engine* or *JQuery.tmpl*.

As mentioned on official site *JQuery.tmpl* is no longer under active development since December 2011. Hence KO's native templating is only recommended instead of JQuery.tmpl or any other string based template engine.

Please refer to [**official site**](http://knockoutjs.com/documentation/template-binding.html) for more details on this.

# KnockoutJS - Components

Components are a huge way of organizing the UI code for structuring a large application and promote code reusability.

* It is inherited or nested from other component.
* For loading and configuration, it defines its own conventions or logic.
* It is packaged to reuse throughout the application or project.
* Represents the complete sections of application or small controls/widgets.
* Loaded or preloaded on demand.

## Component registration

Components can register using the *ko.components.register()* API. It helps to load and represent the components in KO. Component name with configuration is expected for registration. The configuration specifies how to determine the viewModel and template.

### Syntax

Components can be registered as follows:

ko.components.register('component-name', {

viewModel: {...}, //function code

template: {....) //function code

});

* The *component-name* can be any nonempty string.
* *viewModel* is optional, and can take any of the viewModel formats listed in next sections.
* *template* is required, and can take any of the template formats listed in next sections.

### Stating a ViewModel

Following table lists the viewModel formats that can be used to register the components:

|  |  |
| --- | --- |
| **S.N.** | **viewModel Forms & Description** |
| 1 | **constructor function** It creates a separate viewModel object for each component. The object or function are used to bind in components view.  function SomeComponentViewModel(params) {  this.someProperty = params.something;  }  ko.components.register('component name', {  viewModel: SomeComponentViewModel,  template: ...  }); |
| 2 | **shared object instance** The viewModel object instance is shared. The instance property is passed to use the object directly.   var sharedViewModelInstance = { ... };  ko.components.register('component name', {  viewModel: { instance: sharedViewModelInstance },  template: ...  }); |
| 3 | **createViewModel** It calls a function which act as a factory and can be used as view model that can return an object.  ko.components.register('component name', {  viewModel: {  createViewModel: function(params, componentInfo) {  ... //function code  ...}  },  template: ....  }); |
| 4 | **AMD module** It is module format for defining modules where module and dependencies both are loaded asynchronously.  ko.components.register('component name', {  viewModel: { require: 'some/module/name' },  template: ...  });  define(['knockout'], function(ko) {  function MyViewModel() {  // ...  }  return MyViewModel;  }); |

### Stating a Template

Following table lists the template formats that can be used to register the components:

|  |  |
| --- | --- |
| **S.N.** | **Template Forms** |
| 1 | **element ID**  ko.components.register('component name', {  template: { element: 'component-template' },  viewModel: ...  }); |
| 2 | **element instance**  var elemInstance = document.getElementById('component-template');  ko.components.register('component name', {  template: { element: elemInstance },  viewModel: ...  }); |
| 3 | **string of markup**  ko.components.register('component name', {  template: '<input data-bind="value: yourName" />\  <button data-bind="click: addEmp">Add Emp </button>',  viewModel: ...  }); |
| 4 | **DOM nodes**  var emp = [  document.getElementById('node 1'),  document.getElementById('node 2'),  ];  ko.components.register('component name', {  template: emp,  viewModel: ...  }); |
| 5 | **document fragement**  ko.components.register('component name', {  template: someDocumentFragmentInstance,  viewModel: ...  }); |
| 6 | **AMD module**  ko.components.register('component name', {  template: { require: 'some/template' },  viewModel: ...  }); |

### Components registered as a single AMD module

The AMD module can register a component by itself without using viewModel/template pair.

ko.components.register('component name',{ require: 'some/module'});

## Component Binding

There are two ways of component binding:

* **Full syntax:** It passes parameter and object to the component. It can pass using following properties:
  + name: It adds the component name.
  + params: It can pass multiple parameters in object on the component.
* <div data-bind='component: {
* name: "tutorials point",
* params: { mode: "detailed-list", items: productsList }
* }'>

</div>

* **Shorthand syntax:** It passes string as a component name and it does not include parameter in it.

<div data-bind='component: "component name"'></div>

### Observations

* *Template-only components:* Components can only define template without specifing the viewModel.
* ko.components.register('component name', {
* template:'<input data-bind="value: someName" />,

});

* Using Component without a container element: Components can be used without using extra container element. This can be done by using *containerless flow control*which is similar as comment tag.
* <!--ko.component: ""-->

<!--/ko-->

## Custom Element

Custom element is a way for rendering a component. Here you can directly write a self descriptive markup element name instead of defining a placeholder where components are binded through it.

<products-list params="name: userName, type: userType"></products-list>

### Passing Parameter

*params* attribute is used to pass the parameter to component viewModel. It is similar to data-bind attribute. The contents of the *params* attribute are interpreted like a JavaScript object literal (just like a *data-bind* attribute), so you can pass arbitrary values of any type. It can pass parameter in following ways:

* *Communication between parent and child components:* The component is not instantiated by itself so the viewmodel properties are referred from outside of the component and thus would be received by child component viewmodel . For example you can see in below syntax that *ModelValue* is parent viewmodel and which is received by child viewModel constructor *ModelProperty*
* *Passing observable expressions:* It has three values in params parameter:
  + *simpleExpression:* It is a numeric value. It does not involve any observables.
  + *simpleObservable:* It is an instance that is defined on parent viewModel. The parent viewModel will automatically get the changes on observable done by child viewModel.
  + *observableExpression:* Expression reads the observable when the expression is evaluated by itself. When observable value gets change then the result of expression could also get changes over time.

We can pass the parameters as follows:

<some-component

params='simpleExpression: 1 + 1,

simpleObservable: myObservable,

observableExpression: myObservable() + 1'>

</some-component>

We can pass the parameters in viewModel as below:

<some-component

params='objectValue:{a: 3, b: 2},

dateValue: new date(),

stringValue: "Hi",

numericValue:123,

boolValue: true/false,

ModelProperty: ModelValue'>

</some-component>

### Passing markup into components

The received markup is used to create component and is been selected as a part of the output. Below nodes are passed as part of the output in the component template.

template: { nodes: $componentTemplateNodes }

### Controlling custom element tag names

The names which you register in the components by using *ko.components.register*, the same name corresponds to the custom element tag names. We can change the custom element tag names by overriding it to control using *getComponentNameForNode*.

ko.components.getComponentNameForNode = function(node) {

...

... //function code

...

}

### Registering custom elements

The custom elements can be made available immediately if the default component loader is used and hence the component is registered using *ko.components.register*. If we are not using the *ko.components.register* and implementing custom component loader, then you can use the custom element by defining any element name of your wish. There is no need to specify configuration when you are using *ko.components.register* as custom component loader does not use it anymore.

ko.components.register('custom-element', { ......... });

### Example

<!DOCTYPE html>

<head>

<title>KnockoutJS Components</title>

<script src="https://ajax.googleapis.com/ajax/libs/jquery/1.11.1/jquery.min.js"></script>

<script src="https://cdnjs.cloudflare.com/ajax/libs/knockout/3.2.0/knockout-min.js"></script>

</head>

<body>

<!--params attribute is used to pass the parameter to component viewModel.-->

<click params="a: a, b: b"></click>

<!--template is used for a component by specifying its ID -->

<template id="click-l">

<div data-bind="text: a"></div>

<!--Use data-bind attribute to bind click:function() to ViewModel. -->

<button data-bind="click:function(){callback(1)}">Increase</button>

<button data-bind="click:function(){callback(-1)}">Decrease</button>

</template>

<script>

//Here components are registered

ko.components.register('click', {

viewModel: function(params) {

self = this;

this.a = params.a;

this.b = params.b;

this.callback = function(num){

self.b(parseInt(num));

self.a( self.a() + parseInt(num) );

};

},

template: { element: 'click-l' }

});

//keeps an eye on variable for any modification in data

function viewModel(){

this.a = ko.observable(2);

this.b = ko.observable(0);

}

ko.applyBindings(new viewModel() );

</script>

</body>

</html>

### Output

Let's carry out the following steps to see how the above code works:

* Save the above code in **component\_register.htm** file.
* Open this HTML file in a browser.

## Component Loaders

Component loaders are used to pass the template/viewModel pair asynchronously for given component name.

### The default component loader

The default component loader depends on the explicitly registering configuration. Each component is registered before using the component.

ko.components.defaultLoader

### Component loader utility functions

The default component loader can read and write by using the following functions :

|  |  |
| --- | --- |
| **S.N.** | **Utility functions & Description** |
| 1 | **ko.components.register(name, configuration)** Component is registered. |
| 2 | **ko.components.isRegistered(name)** If the particular component name is already been registered, then it returns as *true* else *false*. |
| 3 | **ko.components.unregister(name)** The component name is removed from the registry. |
| 4 | **ko.components.get(name, callback)** This function goes turn by turn to each registered loader to find that who has passed the viewModel/template definition for component name as first and then it returns viewModel/template declaration by invoking *callback*. If registered loader could not find anything about the component, then it invokes *callback(null)*. |
| 5 | **ko.components.clearCachedDefinition(name)** This function can be called when we want to clear the given component cache entry. If the component is needed next time again then loaders will be consulted. |

### Implementing a custom component loader

The custom component loader can be implemented in following ways:

* *getConfig(name, callback):* Depending on names we can pass configurations programatically. We can call *callback(componentConfig)* to pass the configurations, where the object *componentConfig* can be used by the *loadComponent* or any other loader.
* *loadComponent(name, componentConfig, callback):* This function resolves the viewModel and template portion of config depending upon the way it is configured. We can call *callback(result)* to pass the viewmodel/template pair, where the object*result* is defined by following properties:
  + *template*- Required. Return array of DOM nodes.
  + *createViewModel(params, componentInfo)*- Optional. Returns the viewModel Object depending on how the viewModel property was configured.
* *loadTemplate(name, templateConfig, callback):* DOM nodes is passed in a template by using custom logic. The object *templateConfig* is a property of template from an object *componentConfig*. *callback(domNodeArray)* is call to pass an array of DOM nodes.
* *loadViewModel(name, templateConfig, callback):* viewModel factory is passed in a viewModel configuration by using custom logic.